TYPESCRIPT PRACTICE NOTES

Main.ts

// Data types

let myName:string = 'yaswanth'

// let year: number = 19;

let isLoading : boolean = true;

let album : any = 1999; // any type

let album1 : string | number | boolean // union type

let reg: RegExp = /\w+/g

// Arrays

let stringArr = ['yaswanth', 'is','good','boy']

let guitars = ['let start','yash',2003]

let mixedData = ['ETH',2003,true]

stringArr[0] = 'hi'

stringArr.push('hello')

guitars [0] = 1919

guitars [0] = 'yash'

guitars.unshift('hei')

let test=[]

let bands : string[] = []

bands.push('heeee')

//Tuple

let myTuple: [string, number, boolean] = ['yas',77,true]

let mixed = ['john',96,false]

mixed = myTuple

// myTuple = mixed -> It's give an error . The myTuple is fixed data types whereas in mixed or operator

//objects

let myObj:object ;

myObj = []

console.log(typeof myObj)

myObj = bands

myObj = {}

const exampleObj = {

    prop1:'yash',

    prop2:true,

}

exampleObj.prop1 ='sai'

type Guitarist = {

    name:string,

    active?:boolean,

    album: (string | number)[

    ]

}

let evh: Guitarist = {

    name : 'Eddie',

    active: false,

    album : [ 1984, 1989]

}

let jp: Guitarist = {

    name:'Jimmy',

    album:['I','II','III']

}

evh=jp

const greeGuitarist = (gutarist: Guitarist) => {

    return `Hello ${gutarist.name}`

}

console.log(greeGuitarist(jp))

// Type Aliases

type stringOrNumber = string | number

type stringOrNumberArray = (string | number)[]

type Guitarist1 = {

    name?:string,

    active:boolean,

    album:stringOrNumberArray

}

type userId= stringOrNumber

//Literal types

let myName1 : 'yash';

// myName1 = 'srinu' => error

let myName2 : 'yash' | 'syam' | 'subbu'

myName2 = 'syam'

myName2='subbu'

myName2 = 'yash'

// myName2 = 'sai' => error

//functions

const add = (a: number, b: number): number =>{

    return a+b;

}

const logMsg = (message : any): void => {

    console.log(message)

}

logMsg('hello');

logMsg(add(2,3));

let subtract = function(c: number,d: number): number {

    return c-d;

}

type mathFunction = (a: number,b: number) => number

// interface mathFunction {

//     (a: number, b: number): number

// }

let mutiply: mathFunction = function(c,d){

    return c \* d

}

logMsg(subtract(3,2))

logMsg(mutiply(4,9))

//optional Parameters

const addAll = (a: number,b: number,c?: number): number =>{

    if(typeof c !== 'undefined')

        return a+b+c

    return a+b

}

logMsg(addAll(2,3,4))

logMsg(addAll(2,3))

//default parameters

const sumAll = (a: number=20,b: number,c: number = 2): number =>{

    return a+b+c

}

logMsg(sumAll(2,3))

logMsg(sumAll(3,4,5))

// logMsg(sumAll(3)) => gives an error the default parameters set in the last of the function parameters

logMsg(sumAll(undefined,3))

//Rest parameters

const total = (a: number, ...nums: number[]): number =>{

    return a+nums.reduce((prev,curr)=> prev+ curr)

}

logMsg(total(2,3,4))

//never datatype

const createError = (errMsg: string): never =>{

    throw new Error(errMsg)

}

const infinite = ()=>{

    let i:number = 1

    while(true){

        i++;

        if(i>100) break

    }

}

//custom type guard

const isNumber = (value : any) : boolean =>{

    return typeof value === 'number' ? true : false

}

logMsg(isNumber(2))

// use of the never type

const numberOrString = (value : string | number ): string =>{

    if(typeof value === 'string') return 'string'

    if(typeof value === 'number') return 'number'

    return createError('This should never happen')

}

// chapter - 5 Assertions

type One = string

type Two = string | number

type Three = 'hello'

//convert to more or less specific

let a: One = 'hello'

let b = a as Two // less

let c = a as Three // more

let d=<One> 'world'

let e=<string | number> 'world'

const addOrConcat = (a: number, b: number, c:'add' | 'concat'): number | string =>{

    if(c === 'add') return a+b

    return ''+a+b

}

let myVal: string = addOrConcat(2,2,'concat') as string

// Be careful! TS see no problem - but a string is returned

let nextVal: number = addOrConcat(2,2,'concat') as number

(10 as unknown) as string

//The dom

const img = document.querySelector('img')!

img.src

const myImg = document.getElementById('#img') as HTMLImageElement

myImg.src

const nextImg = <HTMLImageElement>document.getElementById('#img')

copyright.ts

// const year = document.getElementById("year")

// const thisYear = new Date().getFullYear()

// year.setAttribute("datetime",thisYear)

// year.textContent = thisYear

// 1st Variation

// let year: HTMLElement | null

// year=document.getElementById("year")

// let thisYear: string

// thisYear = new Date().getFullYear().toString()

// if(year){

//     year.setAttribute("datetime",thisYear)

//     year.textContent = thisYear

// }

//2nd variation

const year =document.getElementById("year") as HTMLSpanElement

const thisYear: string = new Date().getFullYear().toString()

year.setAttribute("datetime",thisYear)

year.textContent = thisYear

![](data:image/png;base64,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)